
Drawing Glow Masks with Chain Code 

It was just a few weeks ago that I started developing the “manual method” to draw a glow mask 

using a paint program. I sought the advice of the icon master Ken Lester to find out exactly how 

to make a convincingly good glow border. In order to explain the process a few definitions are 

needed. There is a difference between a “glow mask” and a “glow border”. The term glow border 

refers in this sense to the 32 bit ARGB Glow Border we are most familiar with. The term glow 

mask refers to the RGB image used to produce the glow border. The Blur Effect which is just a 

Gaussian Blur with Radius 2 is applied to the glow mask which produces the 32 bit glow border. 

The manual method was needed so that I would know how to proceed to write a computer code 

that would draw a glow mask for an icon image automatically. Using a paint program the manual 

method follows some pre-defined rules for drawing a glow mask. Again, a few definitions will be 

required to help explain. We start by preparing the original image (second image) to receive a 

glow border. In many cases the second image is just a copy of the first image that is darkened. 

For Ken’s Icons the second image is darkened by 30%. That seems like a lot but it’s just perfect. 

To prepare the second image we remove the background by erasing it with the paint program. 

Essentially it makes all the background pixels white with an alpha value of zero. This makes all 

the background pixels completely transparent. While the RGB Image in the middle has alpha 

values of 255 which make them completely opaque. This makes the Magic Wand selection of 

the RGB Image much easier. Later, in the computer program, it also makes things much easier. 

 

 

 

We start at the Top Left at the very first pixel of the RGB Image in the middle. We can disregard 

the transparent background for now. So the Start Point is the first colored pixel that is closest to 

the top and left of the image. This just seems convenient. Also we draw in a clockwise direction. 

We start by using White (255,255,255 & alpha 255) to draw the inner band of the glow mask. It 

is just a simple parallel offset from the outer perimeter of the image. After the white band comes 

yellow which I call “gold” then orange. There are only three color bands for an actual glow mask. 



 

 

After we draw the white band in a clockwise direction all the way around till we reach the start 

point again then we draw the gold band in the same way. Then, finally, we draw the orange 

band as the outer color band of the glow mask. This is a sample of the completed glow mask. 

Notice how there are additional colored pixels to fill the gaps at the end of each line segment. 

 

 

 



The next step for the manual method is to “Clean” the Glow Mask by removing the RGB Image 

in the middle to be replaced by White Pixels. The Glow Mask needs to have white pixels in the 

middle for a specific reason. In Color Theory the color white is a “Tint” while the color black or 

various grey colors are a “Shade”. By adding a Tint it increases the overall brightness. While 

adding a Shade decreases the overall brightness. When the Gaussian Blur Effect is applied to 

the Glow Mask it averages the pixels using weighted averages to produce the blur. It also uses 

the alpha values to average them and disperse them in a visible pattern from the center toward 

the outside of the glow border. If we leave the RGB Image in the middle a resulting glow border 

will be much too dark. So we paint the inside of the Glow Mask using the color white instead. 

 

 

 

For the next step Ken Lester shared with me his technique for producing the beautiful 32 bit 

glow borders for his 32 bit icons. He uses PhotoShop to apply the Blur Effect to the Glow Mask. 

Start by opening the Glow Mask itself and it looks just like the one pictured above. Then set the 

overall Opacity to 70% which actually just multiplies all the alpha values by 0.70 to give them all 

a lower value. This prepares the glow mask to receive the blur effect. The alpha values need to 

be preset because they are averaged just like the other RGB values for each pixel in the mask. 

He applies the Blur Effect twice to get the correct dispersal of all the alpha values in the image. 

 



 

 

At this point it is important to mention one more thing. By changing the colors of the Glow Mask 

to either blue or green, or some other color combination, before applying the blur effect we can 

now produce some nice neon blue or neon green glow borders for icon images. Ken reminded 

me that the colored glow borders weren’t used for the original icon images. He painted his icon 

images and made his glow borders over 20 years ago when color wasn’t really appreciated as 

“a thing”. So all his original icon image only have Yellow Glow Borders. But in a sense, at least 

they are all consistent and they are however of a very high quality. They are all quite beautiful. 

 

 



The last step to produce a high quality glow border is to assemble the “Composite” Image by 

selecting the RGB Image from the Tile Image using the Magic Wand selection tool. This is then 

copied directly over the new glow border image. Since both images are the exact same size the 

RGB Image is copied in exactly the same location in the Composite Image as it was in the 

original Tile Image that we saw at the very beginning of this document. The def_Picture image. 

 

 

 

Writing the Computer Code 

So now that we fully understand the manual method for producing a high quality glow border we 

can start to write the computer code with the various functions needed to automate the process. 

At first I really didn’t know where to begin writing the code. How do we make a function to do a 

parallel offset of a string of pixels to draw a glow mask? Drawing the glow mask itself seemed to 

be the most difficult part of the process to produce a colored glow border. So I started with that. 

The whole thing started with a lot of hours spent doing on-line research about how to offset the 

parallel lines of the glow border. I didn’t find much information about that but I did find one small 

tidbit that turned out to be the key to the entire drawing process. During my research phase my 

journey to discover the secrets of drawing a glow mask ended up in a peculiar place. I found a 

library that had a function to Detect Contours of an image. It was called CV Library. I didn’t really 

look at the code because it would not apply to the specific task of drawing an icon glow mask. 

But it was interesting that documentation said the result was returned in Freeman Chain Code. 

So I focused my research on that because that seemed to be perfect for the type of program 

that I wanted to write to draw glow masks. After a short time I found some information related to 

the Chain Code and how to use it to describe all the pixels around the perimeter of an image. 

Actually, it is more of a roadmap that describes how to get from the start point to every pixel 



around the perimeter of the image till we arrive back at the start point which becomes the end 

point of the chain code. It seemed like an elegant solution to a very complex problem. Here is 

some information about Chain Code: 

https://ojskrede.github.io/inf4300/notes/week_04/  

 

 

 

In the Chain Code Diagram we can see the upper two schematics. The one on the left is for the 

4-connected chain code. That is the one I started with. But during the process of writing the 

code I quickly discovered that it was not adequate to describe the oblique angles for some of 

the icon images. So I switched to using the next schematic called the 8-connected chain code. 

You may think of the 8-connected chain code as a secret numeric code that represents the 

direction of travel. We start at the Control Point (start point) whose x, y coordinates are known. 

The Control Point for the Chain Code is usually the point (pixel) closest to the Top and Left of 

https://ojskrede.github.io/inf4300/notes/week_04/


the image. It’s similar to the manual method in that sense. We need a known start point to begin 

the journey around the perimeter of the RGB Image. We transition from pixel to pixel along the 

perimeter in a clockwise direction. When we arrive at each of the pixel locations we perform a 

search pattern to look for and identify background pixels. Now for some more definitions to help 

explain the chain code method. For a pixel to be a “Perimeter Pixel” it must be adjacent to at 

least one boundary pixel which is part of the fully transparent background of the icon image. If 

the current pixel is a vertex pixel at the intersection of two angles or two line segments, then it 

could be adjacent to more than one background pixel. So the perimeter pixels are called “Whole 

Pixels” or just “Pixels”. The background pixels are called “Non-Pixels”. That’s the terminology. 

So let’s start writing some code. I chose to use a modified chain code to make things easier. It’s 

easier for me that is. The computer is indifferent to the method I used. Instead of using numeric 

values for 8-connected chain code to indicate the direction of travel I instead used ASCII code. 

We start at the top with a letter code rather than zero. If we think of it as locations on a clock 

maybe that will be easier to visualize. At 12 o’clock noon we have the letter ‘a’. At 2 o’clock is 

the letter ‘b’ which represents a 45 degree angle. At 3 o’clock in the chain code diagram we 

have the letter ‘c’. And that is followed by “d’, ‘e’, ‘f’, ‘g’, ‘h’ and back again to ‘a’. So now the 

chain code to describe the perimeter of the shape for the def_Picture icon image sample. 

The chain code is a simple byte array which consists of several two-byte direction-value pairs. 

For the rectangular glow mask for the def_Picture the chain code only consists of four pairs. The 

byte pairs as are follows: 

‘c’, 37, ‘e’, 37, ‘g’, 37, ‘a’, 37 

The chain code also has two other critical components other than the byte codes. The int 

chaincount and int control_x, control_y values are also used. The chaincount in this case is the 

integer value 4 that denotes 4 pairs of direction-value bytes. Each of the letters represents the 

direction of travel from the Control Point in a clockwise direction. For the computer code we will 

need several smaller functions to accomplish the task of drawing the glow mask. We can draw a 

glow mask in about 20-30 minutes in the paint program using manual methods. But the benefit 

is that the computer can generate the same glow mask in a fraction of that time. Although using 

Graphics Library to draw each colored pixel directly to the RasterPort is a really slow process in 

computer terms, it’s really fast in human terms. It may take about 200 ms to draw each color 

band for the glow mask which takes about 600 ms to complete the entire glow mask. It is so 

slow in computer terms that you can actually see it drawing the pixels to the RasterPort. It is 

similar to the old Star Trek cartoons when the captain says “Shields Up” and on the screen we 

see little dots slowly appearing around the perimeter of the spaceship. We can see the pixels 

being drawn all the way around the perimeter of the icon image, one color band at a time. But in 

about a second the glow mask has been completed. It’s much faster than a human could draw. 

 



 

 

This is the Icon Builder Application which I am developing to help me to produce the glow 

borders for icon images. This is a screenshot of the “before” condition which shows the Tile 

Image which is displayed as a 2x enlargement of the original image in the display area on the 

right. The button at the top “Make Glow Mask” calls the Make_Glow_Mask function in the code. 

That starts the process of drawing the Glow Mask using the three colors: white, gold, orange. 

The “after” screenshot shows the resulting glow mask that was drawn around the icon image. 

The reason the image is displayed at 2x (2 times larger) is that it makes it easier to see the 

individual pixels of the glow border itself, although you may need to squint a little bit still. 

 

 

 



Remember from the manual method the next step is to Clean the Glow Mask to remove the 

RGB Image to be replaced by the white pixels in the middle. That is what the third button does. 

The second button prepares the second icon image by making all the background pixels the 

same so that they are completely transparent. That makes selection of the RGB Image easier. 

Some graphics programs when detecting contour edges use a Binary Mask which is just Black 

and White pixels. White pixels are the background. Black pixels are the Image in the middle. 

Getting back to the code now, the Make_Glow_Mask function only has one job. It does some 

calculations to find the int srce_x, and int srce_y coordinates which is the offset to the upper left 

of the display area in the RasterPort for the second raised panel where the icon image is shown. 

The srce_x and srce_y is the origin point for drawing in the the right-most display area. The 

point itself is located at the top left of the display area. These x, y coordinates are used to help 

find the coordinates of the pixels that will be drawn to the RasterPort during the process of 

drawing the glow mask. So Make_Glow_Mask sends the srce_x, srce_y values to another 

function Draw_Glow_Mask. This is the main function where the chain code is used to help draw 

the glow mask. At this point in time the chain code is hard-coded into the program which makes 

it really inconvenient because only the icon image related to that specific code can be used. At 

some point in the near future I wll write the code to load the chain code from a text file that will 

be converted into the byte array by parsing the text in the file. Draw_Glow_Mask has many 

responsibilities. The chain code such as for def_Picture is located in this function. It’s just a byte 

array of two-byte pairs. It defines the graphics path around the perimeter of the icon image. 

The way that Draw_Glow_Mask works is that it only has four main types of structures to define 

the shape. There is Linear Structures such as line segments, and from Geometry you may recall 

that a Single Point which is a transition from one pixel to another in a straight line is also linear. 

But we also have Oblique Structures which can be composed of many pixels in an angled line 

or just a Single Oblique Pixel which is really a transition from one pixel to another in an oblique 

direction which represents a 45 degree angle. So Draw_Glow_Mask sets up a for-loop for the 

number of items in chaincount (count of 2-byte pairs). It reads the ascii letter for the first 2-byte 

pair. The computer returns the value as a number such as ‘98’ or ‘99’ to indicate travel direction. 

In this case it reads ‘c’. Then it reads 37 which is the number of pixels in the line segment minus 

one. We don’t count the first pixel in the line, we only count the transitions from pixel to pixel. 

To make the drawing process easier the current color is determined by the value of the letter ‘I’. 

We set up another for-loop such as for(i=0; i<3; i++) so that we process the chain code three 

times, once for each color of the glow border bands. The current color is determined by the 

conditional if( i == 0) color = “white”;  if( i == 1) color = “gold”; and if( i == 1) color = “gold”; The 

function to draw the line segments inside the for-loop will perform a search pattern as it gets to 

each of the pixels on the perimeter of the image described by the chain code. It calls the 

function Check_Pixel and sends it the current color and the x, y coordinate of the pixel to check. 

It is checking the alpha value to see if it is 0 or 255. Remember that the Tile Image only has fully 

transparent pixels (0) or fully opaque pixels (255). When Check_Pixel identifies a Non-Pixel with 

an alpha value of 0 in the byte array for the Tile Image it calls the function Write_Mask which 

only has one responsibility. It sends it the current color, srce_x, srce_y, x, y values. Write_Mask 

will convert the color into a ULONG value to use WriteRGBPixel to draw the glow mask color to 

the RasterPort at the specified coordinates provided. It draws color bands to the RasterPort. 

The search pattern used with Check_Pixel will automatically fill in the gaps at the end of each of 

the line segments with the correct color. For each perimeter pixel we search in four directions. 



We search the pixel directly above the current pixel, the one directly to the right, directly below, 

and directly the left of it. This search pattern for Check_Pixel guarantees that there is adequate 

coverage for the background pixels that are adjacent to the perimeter of the icon image. It’s ok if 

we search the same perimeter pixel more than once if there’s an overlap. There’s no harm in it. 

There were some problems with the code that needed to be overcome. For a while I had no way 

to save the icon image with the nice new glow mask. Because there are so many sub-functions 

involved in drawing the glow mask I couldn’t send a pixel buffer that is a byte array of the 

original image to all the various functions. It was just too problematic and it wouldn’t work. But 

the method that did work was that Write_Mask could draw directly to the RasterPort itself. 

At first I didn’t have any way of deciding which colored pixels had been drawn to the icon image 

for each of the preceeding color bands. So when we reached the “orange” color it would simply 

overwrite all the “gold” and “white” pixels that we had just drawn. So I needed a way to find out 

which colored pixels had already been drawn. The byte array for the original Tile Image won’t 

work for this purpose because it only has the RGB Image and transparent pixels. So I found a 

way to “Sample the RasterPort” by using ReadRGBPixel which returns a ULONG Pen Color. I 

used PutUint32 which is a macro to convert the ULONG into a 4-byte pixel32 byte array. Then I 

could simply compare the values of the original pixel and the RasterPort pixel. If the colors are 

different is it “white”, “gold” or “orange”. If so we copy the pixel color directly back to the byte 

array that represents the Tile Image. In that way we assemble a byte array with the new glow 

mask colors. So Check_Pixel can Sample the RasterPort to find if a color band pixel has been 

placed previously so it won’t be overwritten. We simply skip the pixels that have been drawn. 

Now we have a means of saving the icon image with the new glow mask. Save_Icon_Image is 

the function associated with the middle button on the bottom of Icon Builder. It will read the 

original Tile Image to get a byte array for the pixels. It will then loop through each pixel and 

compare it to the corresponding pixel in the RasterPort. Again, if the color is different and if the 

color is one of the mask colors it copies it back to the pixel buffer to save as a new icon image. 

The Make_Glow_Mask function and all the other sub-functions work really well. Depending on 

the accuracy of the chain code for each image increasingly more complex glow masks can be 

drawn using the computer code. But there is still much work to be done for the rest of the code 

to make Glow Borders by applying the Blur Effect (Gaussian Blur radius2) and the Composite. 

The sample code from Icon Builder associated with Drawing the Glow Mask are provided for 

you to see all the different processes needed to draw the glow mask using the mask colors. 

Most of the code relies on what I refer to as X-Y Transition Matrices. The transition matrix is just 

an easy way to transition from one pixel to another using its cartesian coordinates. If we are 

moving from left to right the y value is the same. Only the x value changes for each new pixel. 

So the transition matrix for that operation is as follows:  if(direction == ‘c’) x += 1; That’s it. 


